|  |  |
| --- | --- |
| [A](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/A) | [Капитализация слова](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/A) |

**Решение С++**

#include <iostream>

#include <string>

**using** **namespace** std**;**

int main**()** **{**

string s**;**

cin **>>** s**;**

s**[**0**]** **=** toupper**(**s**[**0**]);**

cout **<<** s**;**

**}**

**Решение Python**

s**=**input**()**

**print(**s**[**0**].**upper**()+**s**[**1**:])**

|  |  |  |
| --- | --- | --- |
| [B](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/B) |  | [Петя и строки](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/B) |

В данной задаче сначала нужно было привести обе строки к одинаковому регистру (например, сделать все буквы маленькими), а затем просто сравнить их лексикографически, пройдя слева направо по символам.

**Решение С++**

#include <iostream>

#include <string>

**using** **namespace** std**;**

int main**()** **{**

string s**;**

cin **>>** s**;**

s**[**0**]** **=** toupper**(**s**[**0**]);**

cout **<<** s**;**

**}**

**Решение Python**

a **=** input**().**lower**()**

b **=** input**().**lower**()**

**print(**1 **if** a **>** b **else** **-**1 **if** a **<** b **else** 0**)**

|  |  |
| --- | --- |
| [C](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/C) | [Перестановка строки](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/C) |

Нужно проверить, что обе строки состоят из одинакового набора символов.

Проще всего отсортировать символы в каждом строке и сравнить строки.

**Решение С++**

#include <iostream>

#include <string>

**using** **namespace** std**;**

int main**()**

**{**

string str**,**str1**;**

cin **>>** str**>>**str1**;**

sort**(**str**.**begin**(),** str**.**end**());**

sort**(**str1**.**begin**(),** str1**.**end**());**

**if** **(**str **==** str1**)**

cout **<<** "YES"**;**

**else** cout **<<** "NO"**;**

**}**

**Решение Python**

**print(**"YES" **if** sorted**(**input**())** **==** sorted**(**input**())** **else** "NO"**)**

|  |  |
| --- | --- |
| [D](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/D) | [Контрольная сумма](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/D) |

Можно явно решить задачу с помощью сортировки или структуры данных словарь (map)

Но есть хитрое решение за O(N). Воспользуемся побитовым оператором xor. Если мы применим xor к одинаковым числам, то они превратятся в ноль. А ноль с любым числом дает это число. И порядок действий не важен. Оператор xor чаще всего обозначается как ^

**Решение С++**

#include <iostream>

**using** **namespace** std**;**

int main**()**

**{**

int n**,** a**;**

cin **>>** n**;**

int b **=** 0**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

cin **>>** a**;**

b **=** b **^** a**;**

**}**

cout **<<** b**;**

**}**

**Решение Python**

**from** functools **import** reduce

lst **=** list**(**map**(**int**,** input**().**split**()))**

**print(**reduce**(lambda** x**,** y**:** x **^** y**,** lst**))**

|  |  |
| --- | --- |
| [E](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/E) | [Ложные новости](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/E) |

Воспользуемся методом двух указателей: пройдем циклом по строке одновременно сдвигая второй указатель в строке “heidi”. Если дошли до конца то ответ YES. O(N)

**Решение С++**

#include <iostream>

#include <string>

#include <algorithm>

**using** **namespace** std**;**

int main**(){**

string s**,**p**=**"heidi"**;**

int j**=**0**;**

cin**>>**s**;**

**for(**int i**=**0**;** i**<**s**.**size**();** i**++){**

**if(**s**[**i**]==**p**[**j**]){**

j**++;**

**if(**j**==**5**)** **break;**

**}**

**}**

cout**<<(**j**==**5 **?** "YES" **:** "NO"**);**

**}**

**Решение Python**

s **=** str**(**input**())**

j **=** 0

ss **=** 'heidi#'

**for** i **in** s**:**

**if** i **==** ss**[**j**]:**

j **+=** 1

**print** **(**'YES' **if** j **==** 5 **else** 'NO'**)**

|  |  |
| --- | --- |
| [F](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/F) | [Порядок 2](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/F) |

В данной задаче может показаться, что достаточно отсортировать числа как строки по возрастанию. Но это неверно, рассмотрим такой тест:

2

2 21

В данном случае 221 больше, чем 212.

Решение:

Пусть у нас есть массив 3 12 52 1

Склеим все в одну строку любым способом 312521.

Дальше будем много раз проходиться по массиву и пытаться обменять местами 2 числа. Если итоговая строка улучшается, то меняем. По сути, пузырьковая сортировка.

Еще короче: нужно проверять как выгоднее склеить a+b или b+a.

Можно добавить такое сравнение в сортировку (как компаратор)

**Решение С++**

#include <iostream>

#include <vector>

#include <string>

#include <algorithm>

using namespace std;

bool cmp(string a, string b) {

return a + b < b + a;

}

string mas[111];

int main()

{

int n;

cin >> n;

for (int i = 0; i < n; i++)

cin >> mas[i];

sort(mas, mas + n, cmp);

for (int i = 0; i < n; i++)

cout << mas[i];

return 0;

}

**Решение Python**

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| [G](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/G) | [Хеш строки](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/G) |

Задача на реализацию

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <algorithm>

#include <iostream>

#include <sstream>

#include <string>

using namespace std;

uint32\_t calcHash(string s, uint32\_t p) {

uint32\_t res = 0;

for (int i = 0; i < s.length(); i++)

res = res \* p + s[i];

return res;

}

int main() {

uint32\_t p;

cin >> p;

string s;

cin >> s;

cout << calcHash(s, p);

return 0;

}

|  |  |
| --- | --- |
| [H](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/H) | [Hack hash](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/H) |

Проще всего было воспользоваться парадоксом дней рождения. Если мы сгенерируем миллион случайных строк, то среди них почти со 100% вероятностью будет две с одинаковыми хешами.

#include <iostream>

#include <cstdio>

#include <cmath>

#include <string>

#include <algorithm>

#include <vector>

#include <map>

#include <sstream>

using namespace std;

#pragma comment(linker, "/STACK:20000000")

uint32\_t calcHash(string s, uint32\_t p) {

uint32\_t res = 0;

for (int i = 0; i < s.length(); i++)

res = res \* p + s[i];

return res;

}

map <uint32\_t, string> mp;

void solve()

{

uint32\_t p;

cin >> p;

while (true)

{

string s = "";

int len = rand() % 30 + 1;

for (int i = 0; i < len; i++)

{

char c = 'a' + rand() % 26;

s += c;

}

uint32\_t h = calcHash(s, p);

if ((mp.find(h) != mp.end()) && mp[h] != s)

{

cout << s << endl;

cout << mp[h] << endl;

return;

}

mp[h] = s;

}

}

int main()

{

solve();

return 0;

}

Либо можно воспользоваться генератором теста, описанным здесь (для модулей равных степеней двойки)

<https://codeforces.com/blog/entry/4898?locale=ru>

|  |  |
| --- | --- |
| [I](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/I) | [Кольцо](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/I) |

Полиномиальный хеш.

abcb

a\*p^3 + b\*p^2 + c\*p^1 + b = ((a\*p + b)\*p + c)\*p + b

, где p достаточно большое простое число, например 3137

Считаем long long хеш с переполнением.

Как изменяется хеш при обмене двух элементов, например a и c

Вычитаем a\*p^3 и c\*p^1

Прибавляем с\*p^3 и a\*p^1

Как определять, эквивалентна ли текущая строка исходной.

Она должна быть подстрокой удвоенной исходной строки

abcbabcb

Посчитаем хеши для всех подстрок длины 4: abcb bcba cbab babc abcb

Это можно сделать за линейное время.

На каждом шаге запроса будем смотреть, есть ли у нас такой хеш.

Это можно сделать тремя способами

1. set или map. Это самый надежный. Но более медленный и требовательный к памяти. Сложность O(N\*logN)
2. Использовать обычный массив. Отсортировать и искать бинарным поиском.

Сложность O(N\*logN). Работает быстрее сета и требует минимум памяти.

1. Использовать свою хеш-таблицу. Самый быстрый способ. Сложность O(N). Требователен к памяти. Размер массива лучше выбирать в 10 раз больше количества возможных хешей. У хеша берем например 20 младших бит. И смотрим в таблице есть ли на этом месте требуемый хеш. Если место занято, то переходим на следующую позицию. Так идем пока не дойдем до пустого места.

#include <stdio.h>

#include <sstream>

#include <iostream>

#include <string>

#include <algorithm>

#include <vector>

#include <list>

#include <iomanip>

#include <map>

#include <set>

#include <cmath>

#include <queue>

#include <cassert>

#include <string.h>

**using** **namespace** std**;**

#pragma comment(linker, "/STACK:20000000")

**typedef** vector**<**int**>** vi**;**

#define sz(a) int((a).size())

#define all(c) (c).begin(),(c).end()

string problem\_name **=** "ring"**;**

void init**(){**

freopen**((**problem\_name**+**".in"**).**c\_str**(),**"rt"**,**stdin**);**

freopen**((**problem\_name**+**".out"**).**c\_str**(),**"wt"**,**stdout**);**

**}**

const int maxlen**=**100000**;**

long long hval **=** 3137**;**

long long p**[**2**\***maxlen**+**115**];**

char st**[**2**\***maxlen**+**115**];**

long long hmas**[**2**\***maxlen**+**115**];**

int len**;**

long long calc**(**string **&**s**)**

**{**

long long res**=**0**;**

**for** **(**int i**=**0**;**i**<**sz**(**s**);**i**++)**

res**=**res**\***hval**+(**long long**)**s**[**i**];**

**return** res**;**

**}**

string s**;**

long long ht**[(**1**<<**20**)+**5**];**

void addhash**(**long long val**)**

**{**

long long p **=** val**&((**1**<<**20**)-**1**);**

**while** **(**ht**[**p**])**

**{**

p**++;**

**if** **(**p**>=(**1**<<**20**))** p **=** 0**;**

**}**

ht**[**p**]** **=** val**;**

**}**

int findhash**(**long long val**)**

**{**

long long p **=** val**&((**1**<<**20**)-**1**);**

**while** **(**ht**[**p**])**

**{**

**if** **(**ht**[**p**]==**val**)** **return** 1**;**

p**++;**

**if** **(**p**>=(**1**<<**20**))** p **=** 0**;**

**}**

**return** 0**;**

**}**

long long gethash**(**int l**,** int r**)** // получаем значение на отрезке от l до r

**{**

**return** hmas**[**r**]** **-** hmas**[**l**-**1**]\***p**[**r**-**l**+**1**];**

**}**

long long f**(**long long h**,**int a**,** int b**)** // обмен

**{**

h**-=**s**[**a**]\***p**[**len**-**a**-**1**];**

h**-=**s**[**b**]\***p**[**len**-**b**-**1**];**

h**+=**s**[**a**]\***p**[**len**-**b**-**1**];**

h**+=**s**[**b**]\***p**[**len**-**a**-**1**];**

**return** h**;**

**}**

int main**()**

**{**

init**();**

//srand(5);

p**[**0**]=**1**;**

**for** **(**int i**=**1**;**i**<**100100**;**i**++)**

p**[**i**]=**p**[**i**-**1**]\***hval**;**

gets**(**st**);**

len**=**strlen**(**st**);**

s **=** st**;**

s**+=**s**;**

memset**(**ht**,**0**,sizeof(**ht**));**

long long h**=**0**;**

**for** **(**int i**=**0**;**i**<**len**;**i**++)**

h**=**h**\***hval **+** s**[**i**];**

addhash**(**h**);**

long long cur **=** h**;**

hmas**[**0**]=**s**[**0**];**

**for** **(**int i**=**1**;**i**<**sz**(**s**);**i**++)**

hmas**[**i**]=**hmas**[**i**-**1**]\***hval**+**s**[**i**];**

**for** **(**int i**=**len**;**i**<**sz**(**s**);**i**++)**

addhash**(**gethash**(**i**-**len**+**1**,**i**));**

int n**;**

scanf**(**"%d"**,&**n**);**

**for** **(**int i**=**0**;**i**<**n**;**i**++)**

**{**

int a**,**b**;**

scanf**(**"%d%d"**,&**a**,&**b**);**

a**--;**

b**--;**

cur **=** f**(**cur**,**a**,**b**);**

swap**(**s**[**a**],**s**[**b**]);**

**if** **(**findhash**(**cur**))**

printf**(**"YES\n"**);** **else**

printf**(**"NO\n"**);**

**}**

**return** 0**;**

**}**

|  |  |
| --- | --- |
| [J](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/J) | [Тест](https://codeforces.com/group/Vk6pDIfre6/contest/320698/problem/J) |

Можно решать через алгоритм **КМП** или **хешированием**.

Решение хешированием.   
Пусть входные строки *s*0, *s*1, *s*2. Постараемся найти кратчайшую строку, которая содержит *s*0, *s*1, *s*2. Пройдём все порядки *s*0, *s*1, *s*2 и поищем длиннейшее перекрытие в конце строки *a* и начале строки *b*. Польный перебор конечно требует слишком много времени. С другой стороны, хеширование может решить за *O*(*n*) операции, где *n* = *min*(*len*(*a*), *len*(*b*)). Моя хеш-функция - полином *hash*(*x*0, *x*1, ..., *xn*) = *x*0 + *ax*1 + *a*2*x*2 + ... + *anxn*. Этот полином удобный в этой задаче потому что он имеет следующее свойство:  
Если известно *hash*(*xi*, ..., *xj*), тогда можно за *O*(1) посчитать следующие значения:

* *hash*(*xi*- 1, *xi*, ..., *xj*) = *xi*- 1 + *a* × *hash*(*xi*, ..., *xj*)
* *hash*(*xi*, ..., *xj*, *xj*+ 1) = *hash*(*xi*, ..., *xj*) + *aj*+ 1 -*i* × *xj*+ 1

Т.е., если известно значение хеш-функции какой-то подстроки, легко посчитать значение соседних подстрок. Для строк *a*, *b*, посчитаем значения хеш-функций подстрок в конце *a* и в начале *b*. Если они равные для подстрок размера *n*, тогда значит, что (может быть) есть дублирование *n* характеров в *a* и *b*.  
  
Поэтому, пройдём все порядки *s*0, *s*1, *s*2, и попробуем связать строки вместе. Осталась одна проблема --- если *si* подстрока *sj* и *i* ≠ *j*, тогда можно пропустить *si*. Используем хеширование быстро решить, *si* подстрока *sj* или нет.

**Решение С++**

#include<iostream>

#include<cstdio>

#include<cstring>

**using** **namespace** std**;**

#define N 200020

#define NN 100010

char str**[**N**];**

char s**[**3**][**NN**];**

int p**[**N**];**

int kmp**(**char **\***s1**,**char **\***s2**)**

**{**

int n**=**strlen**(**s1**);**

int m**=**strlen**(**s2**);**

int j**=-**1**;**

p**[**0**]=-**1**;**

**for(**int k**=**1**;**k**<**m**;**k**++)**

**{**

**while(**j**>=**0**&&**s2**[**k**]!=**s2**[**j**+**1**])** j**=**p**[**j**];**

**if(**s2**[**k**]==**s2**[**j**+**1**])** j**++;**

p**[**k**]=**j**;**

**}**

j**=-**1**;**

**for(**int k**=**0**;**k**<**n**;**k**++)**

**{**

**if(**j**==**m**-**1**)** **return** 0**;**

**while(**j**>=**0**&&**s1**[**k**]!=**s2**[**j**+**1**])** j**=**p**[**j**];**

**if(**s1**[**k**]==**s2**[**j**+**1**])** j**++;**

**}**

**return** **(**m**-**1**-**j**);**

**}**

int compair**(**char **\***s1**,**char **\***s2**,**char **\***s3**)**

**{**

int len**=**kmp**(**s1**,**s2**);**

str**[**0**]=**'\0'**;**

strcat**(**str**,**s1**);**

strcat**(**str**,**s2**+**strlen**(**s2**)-**len**);**

len**=**kmp**(**str**,**s3**);**

**return** strlen**(**str**)+**len**;**

**}**

int main**()**

**{**

**while(**scanf**(**"%s%s%s"**,**s**[**0**],**s**[**1**],**s**[**2**])!=**EOF**)**

**{**

int minn**;**

int l**;**

minn**=**compair**(**s**[**0**],**s**[**1**],**s**[**2**]);**

l**=**compair**(**s**[**0**],**s**[**2**],**s**[**1**]);**

**if(**l**<**minn**)** minn**=**l**;**

l**=**compair**(**s**[**1**],**s**[**2**],**s**[**0**]);**

**if(**l**<**minn**)** minn**=**l**;**

l**=**compair**(**s**[**1**],**s**[**0**],**s**[**2**]);**

**if(**l**<**minn**)** minn**=**l**;**

l**=**compair**(**s**[**2**],**s**[**0**],**s**[**1**]);**

**if(**l**<**minn**)** minn**=**l**;**

l**=**compair**(**s**[**2**],**s**[**1**],**s**[**0**]);**

**if(**l**<**minn**)** minn**=**l**;**

cout**<<**minn**<<**endl**;**

**}**

**}**

**Решение Python**

**def** p**(**a**,**b**):**

s**,**m**,**c**,**j**=**b**+**'#'**+**a**,**0**,**0**,**0**;**p**=[**0**]\***len**(**s**)**

**for** i **in** range**(**1**,**len**(**s**)):**

**while** j **and** s**[**i**]!=**s**[**j**]:** j**=**p**[**j**-**1**]**

**if** s**[**i**]==**s**[**j**]:** j**+=**1

p**[**i**]=**j

**if** j**==**len**(**b**):** **return** a

**return** a**[:**len**(**a**)-**p**[-**1**]]+**b

s**=[**input**()** **for** \_ **in** ' '**]**

**print(**min**(**len**(**p**(**s**[**x**[**0**]],**p**(**s**[**x**[**1**]],**s**[**x**[**2**]])))** **for** x **in** \_\_import\_\_**(**'itertools'**).**permutations**([**0**,**1**,**2**])))**